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## FOREWORD

I have been an enthusiastic follower of Juha-Pekka Tolvanen and Steven Kelly’s work since meeting them in the 1990s at ECOOP and OOPSLA conferences. When people mention the talented minds of Finland, my first association is not Nokia or Linux, but MetaCase.

I have spent my career searching for ways to empower application and product developers who have domain knowledge to simply and quickly express their knowledge in a form that can be readily consumed by machines. In almost every case, this has led to a little language expressed in text, diagrams or a framework in a friendly OO language such as Smalltalk or Ruby. Today we call these little languages Domain Specific Languages.

Domain Specific Language engineering is increasingly recognized as an important productivity technique which increases businesses’ agility in the design, development and configuration of their products. DSLs provide a means for narrowing the communication gap between users and developers. They allow requirements and specifications to be made more tangible to users and developers. Finally, they document critical portions of the knowledge associated with an application or product thereby reducing the life cycle costs in evolving that application.

Juha-Pekka Tolvanen and Steven Kelly are pioneers in the world of DSLs. These experts have worked for over a decade in the design of DSLs and the implementation of commercial DSL tooling at MetaCase. Their popular tutorials and workshops have been featured at major conferences all over the world. Juha-Pekka and Steven have worked closely with customers to implement DSLs specific to their needs. Few in our industry have their breadth of knowledge and experience.

When I first encountered their work I assumed from the name MetaCase and the demonstrations that it was a very clever constraint drawing framework which could be

xi

FOREWORD

used to build visual modeling tools. Their frameworks and tools made it easy to express a custom visual notation allowing one to have a full-blown visual modeling tool in weeks rather than years. Anyone with experience using modern graphical modeling frameworks such as Eclipse GMF will be very impressed with how quickly one can define a new visual language.

I soon learned that their real interests were not confined to visual frameworks, but rather they too had a passion for domain specific languages. They partnered with their clients to help them model, design and implement DSLs for their business needs. In doing so they developed the process, practices, tooling and most importantly pragmatics for the industrial use of DSLs.

This book presents practical design and development lessons covering topics including domain modeling, language definition, code generation and DSL tooling. They thoroughly discuss the business and technical benefits of using a DSL. While being proponents of the approach they provide sound arguments for when it is appropriate to consider using a DSL. Importantly, they explore issues associated with the evolution of software using domain specific languages.

The case studies in telephony, insurance, home automation and mobile applications clearly illustrate the use of DSLs for different domains and are based on actual client experiences. They provide the reader with the benefit of a real world perspective on DSL design and implementation. Students and Educators will appreciate the Digital Watch which is a complete pedagogical example used in their popular tutorials.

I have had the pleasure of observing the authors during their journey from research to practice. Far too often the principals in small technology companies are too busy doing to take time to share their unique experiences. We are very fortunate that JuhaPekka and Steven have made the effort to produce this practical book based on their experiences. I have attended their tutorials and read drafts of the book, each time learning something new. This book is a must read for anyone who wants to understand the appropriate use, benefits and practices of DSL engineering.

DAVE THOMAS

## PREFACE

This book is for experienced developers who want to improve the productivity of their software development teams. Productivity is not just about speed, but also about the quality of the systems produced, both intrinsically and as perceived by the people who have to use them. Our focus is on the power and tools we can put in the hands of our software developers, and how to make the best use of the experience and skills already present in our teams.

We are not talking here about squeezing another 20% out of our existing developers, programming languages, or development environments. Our industry is long overdue for a major increase in productivity: the last such advance was over 30 years ago, when the move from assemblers to compilers raised productivity by around 500%. Our experiences, and those of our customers, colleagues, and competitors, have shown that a similar or even larger increase is now possible, through what we call Domain-Specific Modeling. Indeed, the early adopters of DSM have been enjoying productivity increases of 500–1000% in production for over 10 years now.

WHAT IS DOMAIN-SPECIFIC MODELING?

Domain-Specific Modeling requires an experienced developer to create three things, which together form the development environment for other developers in that domain. A domain here is generally a highly focused problem domain, typically worked on by 5–500 developers in the same organization. The three things are as follows:

A domain-specific modeling language
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A domain-specific code generator

A domain framework

With these three parts of a DSM solution in place, the developers need only create models in the DSM language, and the applications are automatically generated as code running on top of the domain framework. The generated code need not be edited or even looked at, thus completing the analogy with the move from assemblers to compilers: with each major leap of our industry, developers need no longer look at the previous generation’s source format.

The changes wrought by Domain-Specific Modeling may seem radical, but at its heart are three simple practices that any experienced software engineer will recognize:

Don’t repeat yourself

Automate after three occurrences

Customized solutions fit better than generic ones

Other books have discussed these principles, the basic ideas of modeling, and how to move modeling to be more central to the development process. In this book, we will explain what Domain-Specific Modeling is, why it works, and how to create and use a DSM solution to improve the productivity of your software development.

BACKGROUND OF THE AUTHORS

Both authors have been working in DSM for over 15 years at the time of publication. In that time we have seen DSM successfully applied in a vast array of different problem domains, to create applications in a similarly broad collection of programming languages and platforms. Across the board, DSM has consistently increased productivity by a factor of 5–10. We take no personal credit for those results: the approach itself simply works.

Similar results have been achieved by our customers creating DSM solutions on their own, and by people using different tools. However, there have also been plenty of failures in those two situations: the approach and its tooling are not so self-evident that anybody can create them anew in vacuo. We too have made plenty of mistakes along the way and have learned from and with our customers. In particular, by teaching our customers and others, we have been forced to put our experience into words and try various ways of modularizing and presenting it. By writing this book, we hope to be able to pass on our experience in an easily digested form, to help you to have a smoother path to success.

An important part of smoothing the way to success in creating your own DSM solution is good tooling. It is possible to create your own modeling tool from scratch using graphics frameworks and so on, but for all but the largest groups of developers such an approach will be prohibitively expensive and time consuming. There are currently several DSM tools available that will allow you to simply
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specify your modeling language, and which offer in return a modeling tool for that language.

The authors have played a central role in the development of one such DSM tool, MetaEdit+. The earlier MetaEdit was created as a research prototype in 1991, and released commercially in 1993, being the first tool to allow people to define their modeling languages graphically. As is common with such first versions, the original architecture was found to be too limiting for large-scale commercial use, lacking support for multiple simultaneous modelers, multiple modeling languages, and multiple integrated models. These and other requirements were met in MetaEdit+, released commercially in 1995. MetaEdit+ was created from a clean slate, but building on the experience gained with MetaEdit: a prime case of ‘‘build one to throw away.’’

This book, however, like DSM itself, is not limited to or focused on any particular tool. As far as possible, we have steered clear of tool-specific details. The principles presented here can be applied in any mature tool, and the benefits of DSM can be obtained—albeit at a higher cost—even with immature tools. That at least was our experience and that of our customers with the first version of MetaEdit+, which was definitely in that category in terms of its user interface!

HOW TO READ THIS BOOK

The book is divided into four main parts.

Part I explains what DSM is (Chapter 1) and what value it has to offer (Chapter 2). Part II defines DSM, both with respect to current practices (Chapter 3) and in terms of its constituent parts (Chapter 4).

Part III presents five in-depth examples of DSM in increasingly complex domains (Chapters 5–9).

Part IV teaches how to create the various parts of a DSM solution (Chapters 10–12), discusses the processes and tools for creating and using the DSM solution (Chapters 13–15), and wraps up with a summary and conclusions in Chapter 16.

In Parts I and II after Chapter 1, readers will find material directed toward those of a more technical, business minded, or academic bent, and should feel free to skip sections, returning to them later if necessary. The examples in Part III build on each other and are also often used in explaining the principles in Part IV, so readers would be advised to at least skim all the examples. In Part IV, the various parts of a DSM solution may all be the responsibility of one person, or then they may be split between two or more people. Chapters 11 and 12, and to a slightly lesser extent Chapters 14 and 15, will make most sense to experienced programmers. Chapters 10 and 13 may interest those in more of an architect or project management role.

The book web site at http://dsmbook.com contains updates, the modeling languages from Part III, and a free MetaEdit+ demo.
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